Department of Computer Science and Engineering
National Sun Yat-sen University
Data Structures - Final Exam., Jan. 10, 2022

. Let b, denote the number of distinct binary trees with n nodes. Please present the
recurrence formula for computing b,. (10%)

. Explain the radix sort method with radix=10 by the input 13, 2, 16, 31, 8, 28, 4, 21,
6, 18. You should give the explanation of the radix sort method, and then present
the list at the end of each pass. If you do not give the explanation, then you will get
no point. (10%)

. In the hash method, suppose that a rehash function 4,(x)=(5i+x) mod 13,7 >0, is
applied sequentially when a new element is inserted into the hash table, and a hash
collision occurs. In other words, In other words, 4( ) is applied for the first time;
hi( ) is applied if a hash collision occurs (first collision); /() is applied if a hash
collision occurs again (second collision); and so on. What is the content of the hash
table after the elements 48, 22, 74, 11, 29, 32, 16, are inserted sequentially into an
empty hash table of size 13, indexed as 0 through 12?7 (10%)

. (a) Please give the definition of an AVL binary search tree. (5%)

(b) Assume that the initial AVL tree is empty. Please draw the AVL tree after the
numbers 11, 13, 8, 4 and 2 are inserted into the tree sequentially. (5%)

(c) Please draw the AVL tree after the number 6 is inserted into the above AVL
obtained in (b). (5%)

. (a) For a B-tree of order m (m-way), how many children are there for each non-root
node? How many children are there for the root node? (6%)
(b) What is difference between a B-tree and B+-tree? (4%)

. Please draw the tree after 120 is deleted from the following B-tree of order 5. (5%)

80 126 150
(68 73) (0120) (335 142) :

. Explain each of the following terms. (16%)
(@) threaded binary Tree

(b) internal sorting

(c) dynamic hashing

(d) splay tree

. Write a recursive C/C++ function to count the number of positive numbers (greater

than zero) in a binary tree, where each node stores one integer number (not a binary
search tree). (12%)



class TreeNode {
int data;  // the number stored in the node
TreeNode *leftChild, *rightChild,

¥

int Positive(...) or void Positive(...)

{

Please write the body of the function.

} // end of Positive( )

9. Please write a recursive C/C++ function to perform the recursive merge sort. To
implement your merge sort, you can call the following 2-way merge function as a
basic function, which merges two sorted arrays into a single one. In other words,
you need not write the body of the 2-way merge function. (12%)

void twoway(int a[ |, int b[ ], int c[ ], int na, int nb)

//"a[ ] and b[ ] are input sorted arrays

// c[ ] 1s the output sorted array after a[ | and b[ ] are merged
// na and nb are the lengths of a[ ] and b[ ], respectively
/IYou can call twoway(...) directly.

int merge_sort(...) or void merge sort(...)
//complete the parameters by yourself
// merge sort(...) 1s a recursive function.

{

Please write the body of the function.

}+ // end of merge sort ()
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8.
class TreeNode {
int data; // the number stored in the node
TreeNode *left, *right;
IR

int Positive(TreeNode *root)

{

int leftP, rightP;
if( root==0)
return 0;  // Return O if the binary tree is empty.
leftP = Positive(root->left );
rightP = Positive(root->right );
if ( root->data > 0) // the root is positive
return leftP + rightP +1;
else // the root is not positive
return leftP + rightP

} // end of Positive ()

9. another solution: https://par.cse.nsysu.edu.tw/~cbyang/course/ds/merge_sort.txt

int merge_sort(int a[], int left, int right){ // sorting between left and right
if(left < right){
int mid = (left + right)/2;  //or left + (right — left)/2;
merge sort(a, left, mid);
merge_sort(a, mid+1, right);


https://par.cse.nsysu.edu.tw/~cbyang/course/ds/merge_sort.txt

int c[right — left + 1]; // or int *c = new int[right-left+1];
twoway(atleft, atmid+1, ¢, mid-left+1, right-mid);
for(int i=0 ; 1 <right — left + 1 ; ++1)
// This step is needed; otherwise, array a[ ] remains unsorted,
// since the sorted result is stored in ¢[ ]
a[i+ left] = c[i];
j

return 1;  // end of conquer

int merge sort(int a[], int n){ //nis the length of a[ ]

if(n==1) return 1;  // stop dividing
merge_sort(a, n/2);
merge sort(a + n/2, n — n/2);
int c[n]; /' or 1int *c =new int[n];
twoway(a, a + n/2, ¢, n/2, n — n/2);
for(int i=0 ; 1 <n ; ++1)

a[i] = c[i];

return 1; // end of conquer

/* Wrong answer, ™ T 38 ¥ k€ o £IUHETR F/
int merge_sort(int *a, int left, int right, int n){  // n is the length of a[ ]

j
/*

int mid = n/2;
int *tmp =new int[n]; //or (int*)malloc(sizeof(int)*n));
if(left <right){
merge_sort(a, left, mid, mid+1);
merge sort(a, mid+1, right, n — mid — 1);
twoway(atleft, at+right, tmp, mid, n — mid);
telse{
return 1; // stop dividing
h

return 1; // end of conquer

Suppose the input is given as follows. Then you will get a wrong answer.
inta[10]={...};
merge sort(a, 0, 9, 10);

AR

mid = 10/2 =5 — merge sort(a, 0, 5, 6);
mid = 6/2 =3 — merge sort(a, 0, 3, 4);
mid =4/2 =2 — merge sort(a, 0, 2, 3);
mid =3/2=1 — merge sort(a, 0, 1, 2);
mid =2/2 =1 — infinite loop



