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Abstract The use of programming online judges (POJ) to
support students acquiring programming skills is common
nowadays because this type of software contains a large
collection of programming exercises to be solved by stu-
dents. A POJ not only provides exercises but also automates
the code compilation and its evaluation process. A common
problem that students face when using POJ is information
overload, as choosing the right problem to solve can be quite
frustrating due to the large number of problems offered. The
integration of current POJs into e-learning systems such as
Intelligent Tutoring Systems (ITSs) is hard because of the
lack of necessary information in ITSs. Hence, the aim of this
paper is to support students with the information overload
problem by using a collaborative filtering recommendation
approach that filters out programming problems suitable
for students’ programming skills. It uses an enriched user-
problem matrix that implies a better student role represen-
tation, facilitating the computation of closer neighborhoods
and hence a more accurate recommendation. Additionally
a novel data preprocessing step that manages anomalous
users’ behaviors that could affect the recommendation gen-
eration is also integrated in the recommendation process. A
case study is carried out on a POJ real dataset showing that
the proposal outperforms other previous approaches.
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1 Introduction

Programming online judges (POJs) are software tools that
contain a large collection of programming exercises to
be solved by their users (usually students), whose main
purpose is to automate the compilation and evaluation
processes for the users’ solutions to the proposed prob-
lems. Over the last few years the popularity of POJs has
increased, being successfully used in two different scenar-
ios: training for students that participate in ACM-ICPC-like
programming contests, and the systematic practice of pro-
gramming skills for students in computer science colleges
[27, 30, 41, 54].

Basically, traditional POJs present a sequential list of
programming problems that users, at their own personal-
ized pace, can choose and try to solve. In the last few
years, world-wide acceptance of these tools has implied an
increase in the amount of information associated with these
kind of applications. As examples, among the more widely
recognized POJ are the Peking University Online Judge
(http://poj.org/), at the moment with 600000+ users and
3000+ problems, the University of Valladolid Online Judge,
with 210000+ users and 1700+ problems (https://uva.
onlinejudge.org), and the Caribbean Online Judge (http://
coj.uci.cu/), with 23000+ users and 3400+ problems. Other
relevant POJs are also the SPOJ Online Judge (http://www.
spoj.conmt/), the Timus Online Judge (http://acm.timus.ru/),
and the Saratov State University Online Judge (http://acm.
sgu.ru/).

In these applications it is considered that the users
with better performance are those that solve the most
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problems, because it subsequently implies a strong degree
of achievement and satisfaction [45]. Such growing sat-
isfaction would increase the learners’ efforts and perfor-
mance in problem solutions and programming subjects,
according to a basic pedagogical rule (“learners’ effort
will increase if they are more satisfied”) [37]. In this way,
the users’ learning process in computer science subjects is
enhanced, as has been also pointed out in related works such
as [45].

It is easy to see that the learning process in current POJs,
based on the previous view the more problems solved the
better skills acquired by the students, are far from other
e-learning systems such as ITSs or ontology-supported
e-learning approaches.

Nevertheless, nowadays the increasing popularity of
POJs has caused an information overload regarding the
amount of available problems. For this reason, usually many
novice users fail to solve problems because they are not able
to choose appropriate problems to solve, in accordance with
their existing level of knowledge. This produces widespread
discouragement in POJ participation, resulting in students
losing any benefits that this application might have provided
them.

A typical solution for information overload problems is
the use of recommender systems in the corresponding sce-
nario [1, 32]. Recommender systems (RS) are applications
focused on providing users with the information items that
best fit their preferences and needs in an overloaded search
scenario. With this aim in mind, RS have been used in sev-
eral scenarios such as e-commerce [23], e-learning [25],
tourism [39], libraries [10], social networks [11], and other
applications areas.

Specifically, e-learning recommender systems have
become a widely-developed area in the last few years [16].
However, recent reviews have shown that most work in this
area is focused on specific domains [12, 25]. These issues
make the use of such previous developments to build a
recommendation approach for suggesting problems in the
current POJ scenario to overcome the information overload
really difficult.

Moreover, it is also difficult to adapt typical approaches
for building personalized e-learning systems, such as the
already-mentioned cases of ITSs and ontology-supported
e-learning approaches, to be used in POJs. ITSs [17, 44,
50], are dynamic and adaptive systems for personalized
instruction based on the students’ characteristics and behav-
ior that involve a combination of various fields such as
artificial intelligence, cognitive psychology and educational
research. However, they tend to be composed of com-
plex architectures that include a domain model, a student
model, a teaching model, and interfaces [36]; therefore
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their modelling is not possible in current POJs because
they do not manage the required information to build
them (such as problem difficulties, user learning objectives,
etc.).

On the other hand, ontologies are partial, explicit spec-
ifications of a conceptualization, representing by means
of a declarative formalism, the knowledge of a domain
in terms of classes, properties, axioms and instances of
classes [19, 20]. Specifically, over the last few years they
have been increasingly used to support e-learning systems
[18] (e.g. recently Miranda et al. [35] pointed out that
subject ontologies could be used to semantically organize
typical items related to e-learning systems, such as learn-
ing objects, learning activities, learning goals, assessment
events, and learning events, resulting in the improvement
of the recommendation processes). However, once again
current POJs do not contain such items, and therefore
it is hard to combine them with ontological approaches,
taking this task out of the scope of the current research
paper.

Additionally, the lack of information previously indi-
cated regarding learning objectives, difficulty of problems,
and so on, makes the use of POJs in recommendation
approaches such as content-based recommendation diffi-
cult [13, 31]. For these reasons, previous work focused
on recommending problems to solve in POJs is based on
collaborative filtering (CF) and does not depend on addi-
tional information [57, 61]. Therefore, the current research
proposal is focused on improving the performance of
this type of recommendation regarding previous propos-
als in the specialized literature, using a memory-based CF
approach.

Memory-based collaborative filtering was pioneer in col-
laborative filtering research, and it is still widely-used due
to its simplicity and performance [25]. This paper presents
a memory-based collaborative filtering recommendation
approach to support students trying to overcome informa-
tion overload in POJs by personalizing the problems that
they should solve according to their current skills, avoid-
ing failures and frustrating experiences. Specifically, the
novelty of this proposal is twofold:

1. This approach is based on a user-problem matrix that
incorporates information related to the students’ fail-
ures when they try to solve problems. The use of this
enriched matrix implies a better student’s profiling,
facilitating the computation of closer neighborhoods
and hence a more accurate recommendation.

2. TItincorporates a data preprocessing step that detects and
corrects anomalous users’ behaviors that could affect
the recommendation generation. This step is based on
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the concept of natural noise management associated
with users’ preferences in recommender systems [29,
58-60].

Even though our proposal has been conceived and devel-
oped specifically for POJs, its novel ideas could be also
applied to other e-learning recommendation domains asso-
ciated with problem solving.

Finally the proposal is validated by a case study on a
real dataset of a POJ in order to show its performance as
compared with previous approaches.

The rest of the paper is structured as follows.
Section 2 revises the required background for the pro-
posal presentation, related to programming online judges,
collaborative filtering, e-learning recommender systems,
and natural noise management in recommender systems.
Section 3 presents the recommendation approach for
POJ, which is composed of three steps: extended user-
problem matrix building (Section 3.1), extended user-
problem matrix preprocessing (Section 3.2), and recom-
mendation of problems (Section 3.3). Section 4 shows
an experimental evaluation of the proposal, by using a
dataset extracted from a POJ and comparing its results
with other approaches. Finally, Section 5 concludes the
contribution.

2 Background

This section presents the required background for this
research, specifically it refers to programming online
judges (Section 2.1), collaborative filtering (Section 2.2),
e-learning recommender systems (Section 2.3), and natural
noise management in recommender systems (Section 2.4).

2.1 Programming online judges

Programming online judges (POJs) are web applications
that store a list of programming problems to be solved.
The typical interaction between the user and the POJ is as
follows:

1. The user selects a problem to be solved in the POJ.
The user writes a program as a solution for the selected
problem.

3. The user uploads this solution to the POJ.

4. The POJ evaluates this solution by using predefined
input-output data. If the solution is correct, the problem
is considered as solved. Otherwise, the user can go to
step 2 to try an alternative solution for the same prob-
lem, or go to step 1 to choose a different exercise to
solve.

Recently, there have been several developments focused
on the use of these applications to support programming
subjects. Kurnia et al. [27] formally presents POJs as tools
for the evaluation of source codes developed by students as
problem resolution. Leal and Silva [28] present Mooshak, a
system to support programming contest management which
could also be used as an online judge. Verdu et al. [52]
present EduJudge, which aims at developing the UVa Online
Judge into an effective educational environment that inte-
grates Moodle and the competitive e-learning tool QUES-
TOURnament. Similarly, Petit et al. [41] present Jutge.org, a
new application composed of a large collection of exercises
focused on teaching and learning programming subjects, for
which popularity is still increasing. Llana et al. [30] present
FLOP, a user-centered system for automatic exercise assess-
ment which prioritizes the administration facilities, and
as such outperforming previous proposals. Finally, Wang
et al. [54] present OJPOT, a novel teaching idea that inte-
grates online judges with practice oriented programming
teaching, focusing on cultivating students’ practical abilities
through several kinds of programming practices. Beyond
these works there are other important contributions that,
although generally do not manage the term online judge, are
focused on the automatic assessment of programming prob-
lems solutions. Some reviews in this area were presented by
Ala-Mutka [2] and Caiza and Del Amo [7].

Our proposal aims at empowering programming online
judges research and development by providing a tailored
recommendation approach, supported by data preprocessing
techniques.

2.2 Collaborative filtering

CF emerged at mid 90s as an effective paradigm for building
recommender systems. CF methods are currently among the
most widespread recommendation approaches [46], and in
addition, as an added value, they receive less information
as input than other paradigms like content-based [33] and
knowledge-based [34].

The CF approaches have been divided in two main fami-
lies: the memory-based CF approaches and the model-based
CF approaches [1]. In the memory-based approaches [1], the
recommendations are generated using preference informa-
tion associated with users that are similar to the active user.
On the other hand, model-based approaches [1] focused
on discovering intermediate knowledge (such as association
rules, graphs, and other forms of knowledge representation),
are to be able to build a predictive model that is then used to
generate final recommendations.

Even though many memory-based CF approaches have
been developed over the last 20 years, it is still an active
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research area in recommender systems [32] and often
applied in real-world recommender systems because of their
simplicity, justifiability, efficiency, and stability [38]. Due
to these desirable features, the recommendation approach
presented in this paper is a memory-based approach.

2.3 Recommender systems in e-learning

E-learning scenarios have always been one of the main
application areas for recommender systems. Therefore, sev-
eral surveys have been published to condense the relevant
research in this area [12, 25]. Regarding this large amount of
information, this section will review the work related with
the current context, which is the recommendation to support
programming subjects.

As a result, De Oliveira et al. [14] presented a rec-
ommender system to support the programming practices,
through recommending “classes” of activities. This task is
treated as a multi-label classification approach, where the
student’s profile is associated with some of the mentioned
“classes”. “Math operators”, “data types”, “if structure”,
“while structure”, and others could be cited as examples of
these classes.

Hsiao et al. [22] presented JavaGuide as a system to
guide students through the appropriate questions in a Java
programming course. In the system, each question is com-
posed of a small source code fragment, where the student
has to introduce the final value for some variable, or deter-
mine the final output of the code. In addition, the authors
investigated the real-time effect of the system in a group of
people.

Klasnja-Milicevic et al. [24] and Vesin et al. [53]
described the recommendation module associated with an
intelligent programming tutoring system, that could be auto-
matically adapted to the students’ knowledge levels. The
system is able to recognize the students’ learning styles, and
with this aim, uses several domain ontologies. Its main pur-
pose is to find access sequences for the activities, in order to
use traditional CF techniques to recommend relevant links
and actions during the learning process.

Ruiz-Iniesta et al. [47] presented a knowledge-based
strategy to recommend educational resources in a program-
ming course, in order to provide personalized access. The
proposal depends on a resource description based on meta-
data standards, enriched by semantic information repre-
sented by ontologies, and also contextual user information.

In short, these proposals were conceived for specific sce-
narios and are high content-dependent, beyond the basic
user-item interaction. In this way, in the current context
associated with POJs, only the users’ log is available when
they try to solve the existing problems. Therefore, it is
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very difficult to adapt most of the previous research to this
context.

However, the closest antecedents related to the current
contribution are the proposals presented in [57, 61]. At first,
the proposal introduced in [57] presents a user-based col-
laborative filtering approach to suggest problems to solve
in a programming online judge. However, in contrast to
our proposal, it is mainly focused on a direct application
of the traditional collaborative filtering techniques in the
mentioned context, and does not consider any kind of data
preprocessing method. On the other hand, the work pre-
sented in [61] suggests the application of an item-based
collaborative filtering approach to suggest problems to solve
in this context. With this aim, the authors proposed the use
of a binary user-problem matrix [61]. In the experimental
section a direct comparison will be performed with these
works, in order to show the advantages introduced by the
current proposal.

2.4 Natural noise management in recommender systems

The natural noise management (NNM) [40, 59] is a rela-
tively new research area in the RS research field. In contrast
to the traditional research in RS, which aims at proposing
new algorithms that directly improve the recommendation
accuracy, the NNM approaches work toward this improve-
ment by processing inconsistent user preferences. There-
fore, they assume that the removal of noisy preferences
implies a performance enhancement of recommendation
algorithms.

Natural noise in recommender systems refers to those
imprecise ratings unintentionally introduced by users,
which do not reflect their real preferences, and that affect
the recommendation result. Several authors have suggested
that these ratings are introduced due to diverse causes
such as personal conditions, social influences, the context,
emotional state, or certain rating scales [4, 48].

Yera Toledo et al. [59] grouped the natural noise man-
agement approaches in two groups: 1) the methods that use
additional information beyond the user-item matrix for the
recommendation generation [5, 42], and 2) the methods that
only use the user-item matrix with this aim in mind [9, 29,
58-60].

The referred research preprocess users’ inconsistencies
in recommender systems using the traditional recommen-
dation scenario as a base [1]. However, several contri-
butions have referred to the presence of inconsistencies
associated with recommendation scenarios beyond the tra-
ditional rating matrix [26, 43]. In this way, the current
research introduces a data preprocessing step to iden-
tify and correct anomalous user behaviors in the POJs



A Recommendation approach for programming online judges supported. . .

scenario (which could be recognized as natural noise),
in order to improve the recommendation accuracy in this
context.

3 A recommendation approach for programming
online judges

This section presents a novel recommendation approach for
programming online judges (POJ), supported by the users’
behavior when trying to solve the presented problems.

Specifically, the proposal receives as input a set of triples
<u, p, j >, each one representing a user u attempt to solve
a problem p, receiving as verdict the judgment j (which
could be "accepted” if the problem was successfully solved,
or "not accepted” in any other case). In order to facili-
tate the proposal presentation, the relation D : (u, p) —
(n, solved) will be assumed, so that a corresponding user
u and problem p is received as input, and is returned the
number of times n that the user tries to solve the prob-
lem, and if the problem was finally solved by the user
(solved).

Because of the lack of additional information in the
current context, this approach is built using the memory-
based CF recommendation paradigm. In addition to the
advantages associated with this paradigm, presented in
Section 2.2, it has also been widely used in e-learning
scenarios [55, 56].

Figure 1 shows the general overview of the approach,
which receives as input the relation D and the active user
x, and returns as output the list of recommended prob-
lems to be solved by x. The following sections describe
this approach in further detail. It is composed of three main
steps: extended user-problem matrix building (Section 3.1),
extended user-problem matrix preprocessing for natural
noise management (Section 3.2), and problems recommen-
dation (Section 3.3).

3.1 Extended user-problem matrix building

Firstly, the transformation of all available data into an
appropriate format is required in order to apply a memory-
based collaborative filtering approach. Therefore, we use a
boolean user-problem matrix M that is filled with one val-
ues (1) if the corresponding user solves the corresponding
item, and if not is assigned the zero value (0). Equation (1)
shows this initialization procedure.

Mlu, p]l = D(u, p).solved (1)

Nevertheless, the dynamic of the user-problem interac-
tions in POJs suggests that the information behind this basic
matrix M is not enough to calculate a proper user simi-
larity that takes into account user knowledge and abilities.
In this way, instead of the analysis of a simple similar-
ity regarding accepted or not accepted problems by users,
we propose the enrichment of the matrix M by considering
the amount of unsuccessful solution attempts (D (u, p).n),
in addition to the final problem’s accepted or not accepted
judgment. This enrichment would allow the construction
of a new matrix M™* that guarantees a more precise simi-
larity calculation and consequently better recommendation
accuracy.

Therefore, we propose converting the matrix M (contain-
ing the ”accepted or not accepted” user-problem interaction
values), into a matrix M* composed of five different inter-
action values.

At first, we suggest transforming the former “not
accepted” category M[u, p] = 0 in M, into the following
three categories in M*:

e  M*[u, p] = 0, when the user u has never tried to solve
the problem p

e M*[u, p] = 1, when the user u has not solved the
problem p, and has tried it just few times

POJ Extended users-problems Natural noise management Problems recommendation
matrix building
Dataset Find Find nearest neighbors
\ Create binaryj contradictionsin for the current user and
matrix extended matrix the input matrix
/ Problems
Noisy J/ Nearest to solve
M interactions neighbors
. Recommend problems
Remove noisy M** P
Create extended | M* ; ; through a user-user
interactions -
matrix neighborhood approach
Current

user

Fig. 1 General overview of the recommendation approach for programming online judges
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e M*[u, p] = 2, when the user u has not solved the
problem p, and has quite a few previous failed attempts

In addition, we also propose transforming the former
“accepted” category M[u, p] = 1 in M, into the following
two categories in M*:

Mlu, pl=0— M*[u, p]l = solution attempts)

solution attempts)
Mlu, pl =1— M*[u, p] =
4,if D(u, p).n < Ap2

e  M*[u, p] = 3, when the user u solved the problem p,
having failed many times beforehand

e  M*[u, p] = 4, when the user u solves the problem p
quickly

0, if D(u, p).n = 0 (no solution attempts)

1,if D(u, p).n > Ap_1 (notsolved, with many

@)

2,if D(u, p).n > 0and D(u, p).n < Ap_|
(not solved, with few solution attempts)

3,if D(u, p).n > Ap2 (solved with many

3

(solved, with few solution attempts)

Equations (2) and (3) formalize this transformation from
matrix M to matrix M*. These equations strongly depend
on the thresholds A, 1 and A, >, which represent the bound-
ary between the few and the many attempts categories in not
solved and solved cases, respectively. In order to find proper
initial values for these thresholds, we propose a problem-
based strategy. In both cases we define the threshold as
the average number of failures associated with all users
that respectively have not solved or have solved the current
problem p. Equations (6) and (7) illustrate the initialization
strategies; NS, and S, being the set of users that have not
solved/solved the problem p (4) and (5), and v any user in
the dataset.

NS, ={v| D(v, p).solved = false} “4)

Sp ={v | D(v, p).solved = true} (®)]

Yvens, D@, p)n
INS,]

(6)

Apl =

ZUESP D(U, p)n

7
IS, (N

Apo =

@ Springer

3.2 Preprocessing natural noise in the extended
user-problem matrix

This step aims at preprocessing inconsistent data associated
with the user-problem matrix M* to improve the recom-
mendation generation, and specifically we will be focused
on data unintentionally inserted by users, i.e. natural noise.
Section 2.4 presented a brief survey on previous research
related to natural noise management, concluding that this
research is mainly focused on the general (e-commerce) rec-
ommendation scenario, and not on more specific contexts.
However, there have been empirical studies showing that
natural noise could affect and appear in any recommenda-
tion scenario [4].

Specifically in e-learning scenarios, Thai-Nghe et al. [51]
and Klasnja-Milicevic et al. [25] have pointed out that some-
times the students do not know how to solve the oriented
activities, but guess them correctly; and in contrast, some-
times they know how to solve them, but make a mistake.
These authors consider that this unexpected behavior should
be taken into account in order to process any subsequent
user data. Regarding this scenario and the causes related to
the natural noise appearing, it can be concluded that these
inconsistencies could be catalogued as natural noise.

Using these previous works as a basis in the POJ context,
we characterize natural noise as those cases where the user
does not solve a problem using the expected required effort
according to: 1) his/her current knowledge levels, and 2)
the difficulty of the current problem. These circumstances
could be caused due to diverse factors, such as guessing,
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plagiarism, or the appearance of unexpected slip-ups in the
application of well-acquired knowledge.

In order to identify and process this inconsistent behav-
ior in the matrix M*, we propose an approach that is
basically presented in Fig. 2. It initially performs a clas-
sification for users, problems and interactions, and it then
focuses on finding contradictions between these classifica-
tions. Afterwards, the detected contradictions are used to
find inconsistent interactions (i.e. noisy interactions), which
are finally corrected to obtain a new set of interactions with
mitigated noise.

Hence, to classify the interactions we use the criteria pre-
sented in Section 3.1, specifically in (2) and (3). Therefore,
the initial interactions’ classification matches the categories
associated with the matrix M*, presented in the previous
section.

On the other hand, it is necessary to propose a classi-
fication approach for the users and problems. We suggest
identifying users according to the following tendencies:

Users’ tendencies:

1. Precise user: the user tends to solve most of the finally
solved problems quickly

2. Imprecise user: the user tends to have many failed
solution attempts, prior to attaining the final problem
solution

3. Variable user: the user’s behavior varies between the
two previous categories

Similarly, we suggest identifying problems according to
the following tendencies:

Problems’ tendencies:

1. Easy problem: a problem where users tend to need only
a few failed solution attempts to finally solve it

2. Difficult problem: a problem where the users tend to
need several previous failed solution attempts prior to
attaining the final solution

3. Variable problem: a problem in which behavior varies
between the two previous categories

To facilitate the formal definition for these tendencies
in order to perform the user and problem classification,

Fig. 2 The proposed approach
for natural noise management in
the presented scenario

Classify
users

we propose grouping the problems solved by user u (those
problems p associated with the categories M*[u, p] = 3
and M*[u, p] = 4). Specifically, we group them in two sets:

1. Set of problems solved by user u, needing too many
attempts, C1,: C1, = {p | M*[u, p] = 3}

2. Set of problems solved by user u, needing few attempts,
C2,: C2, ={p | M*[u, p] = 4}

In addition, we group the users that solved the problem
p, into the following two sets:

1. Set of users that solved the problem p, needing too
many attempts, C1,: C1, = {u | M*[u, p] = 3}

2. Set of users that solved the problem p, needing few
attempts, C2,: C2, = {u | M*[u, p] = 4}

Table 1 formally defines the mentioned tendencies asso-
ciated with users and problems, based on the cardinalities
of these sets C1,, C2,, Cl,, and C2,. Specifically, the
precise user is defined as one whose amount of problems
solved needing few attempts (|C2,]), is equal or bigger than
twice the amount of problems solved needing too many
attempts (|C1,]); and the imprecise user is defined as the
reverse case. On the other hand, a problem is defined as
easy, if the number of users that solved it with few attempts
(IC2,]) is bigger or equal to twice the amount of users that
solved it with too many attempts (|C1,]), and the difficult
problem is defined as the reverse case. Finally, the vari-
able user and problem for those cases in which any of the
previous conditions are not respectively verified have been
defined.

The initialization of the coefficients in Table 1 (also
used later in (8) and (9)), is a hard task because the opti-
mal values necessarily depend on the nature of the data
associated with the POJ. Therefore, we focus on assigning
suitable initial values supported by different experiments
that we carried out and common sense as can be seen in the
following points:

1. It is clear that the coefficient should be higher than 1,
because a value equal to 1 would imply that there were
not any users or items belonging to the variable cate-
gories. On the other hand, values lower than 1 could
imply that some users or items were simultaneously
classified in more than one class.

Find

Noisy
interactions

contradictions Correction |—>| Interactions with

mitigated noise

Classify
interactions

Interactions Classify —3
problems
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2. In addition, high values for the coefficient would pro-
duce a very restrictive classification implying that most
of the users and items were classified as variable, and
therefore they were not checked for possible inconsis-
tencies, as it will be shown below in (8) and (9)

Therefore, we choose the value 2 as a promising initial
value for the coefficients. It is worthy to note that in addi-
tion to the previous reasoning, we have empirically explored
the performance associated with different coefficient val-
ues through experimentation, usually obtaining the best
performance for values equal or very close to the value 2.

Once each interaction, user, and problem have been
classified, this information is used to find noisy interac-
tions based on the definition of two groups of homologous
classes (Table 2). In this way, the classes precise and
easy are homologous because in both cases the interaction
M*[u, p] = 4 represents the majority of the interactions;
and the classes imprecise and difficult are homologous
because in this case M*[u, p] = 3 represents the majority.
We note that the literature related to the users’ performance
in programming online judges suggests the presence of
these user and problem classes, and the presented associa-
tion between them [6, 49].

* _ Kk —
M7{u, pl =3 — M™[u, p] = { 3.in other cases

* _ k3k —
M7{u. pl =4 — M™[u. p] = { 4, in other cases

4,if |C2,| = 2|C1,] and |C2,| > 2IC1,|

3,if |C1,] = 2|C2,] and |[C1,| > 2|C2)]

Using these groups, we detect noisy interactions by
assuming that for those cases where a user tries to solve
a problem, and both the user and the problem belong to
the same group of homologous classes, then the associated
interaction category should also belong to this group. There-
fore, a certain interaction where the corresponding user and
problem have homologous classes, but the interaction cate-
gory is not homologous with both classes, is then considered
as natural noise.

Specifically, a precise user that solved an easy prob-
lem, should perform this task by needing few attempts
(M*[u, p] = 4), being considered noise if he/she performs
it needing too many attempts (M*[u, p] = 3). On the con-
trary, if an imprecise user solves a difficult problem, then
it is expected that too many previous attempts were needed
(M*[u, p] = 3), being considered a noisy interaction if it
was achieved requiring only a few attempts (M*[u, p] = 4).

Afterwards, our natural noise management approach pro-
poses the correction of the interaction categories detected as
noisy, by assigning the homologous category according to
the corresponding user and problem classes. Equations (8)
and (9) summarize this correction strategy respectively
applied to each group in Table 2, returning a matrix M** of
interactions with mitigated noise.

®)

®

It is remarkable that the noise management approach
was proposed by taking into account the two interaction
categories associated with the successful problem solution,
because they directly match the tendencies associated with
the users or items, presented in Table 1. Although we do not
discard the suitability of searching for noisy interaction in
the “’no solution” categories (M*[u, p] = 0, M*[u, p] = 1,
and M*[u, p] = 2, in (2)), the definition of homologous
user and item classes for these categories were required,
which is not an easy task. A deeper analysis of this will be
left for future research.

3.3 Recommendation of Problems

This last step is supported by a traditional memory-based
CF paradigm focused on the enriched matrix M**. Being x
the active user for providing recommendations, this step is
composed of three phases:

1. Find the top k similar users regarding user x, according
to M**
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2. For each problem not solved by x, calculate a score
according to the top k similar users
3. Recommend the problems with the highest scores

The rest of this section presents these phases in further
detail.

Find the top k similar users regarding user x, according
to M**: At first, it is necessary to represent the user profile
for x, which is composed of the values of the interactions

Table 1 Classes for users and problems

User classes

Precise |C2,] = 2|C1,]|
Imprecise |IC1,| = 2|C2,|
Variable In other cases
Item classes

Easy [C2,] = 2|C1|
Difficult [Clp] > 2|C2|
Variable In other cases
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Table 2 Homologous classes

User classes  Item classes  Interaction category

Group 1  Precise Easy

Difficult

M*[u, pl =4

Group 2 Imprecise M*[u, p] =3

between user x and any problem p in the dataset, i.e. the
row associated with user x in the matrix M™**.

To find the top k similar users regarding x, at first a sim-
ilarity function must be chosen. To this effect, we select
the Simple Matching Coefficient (SMC) [3], which is a
function previously used to compare users in recommender
systems, specifically in categorical scenarios like that cur-
rently presented. Specifically, we use a modification of the
SMC function that discards the contribution of the cate-
gory M**[u, p] = 0 to the final similarity calculation. This
modification is explained as follows.

Syu being the set of problems where both the user x and
the user u have the same interaction category, which in addi-
tion is different from the zero category (M**[u, p] = 0)
(10):

Seu ={p | M™*[u, p] = M**[x, p] and M**[x, p] # 0}
(10)

And Dy, the set of problems where at least the user x
or the user u# have some interaction in a category which is
different from the zero category (11):

Dy = {p | M**[u, p] # 0 or M**[x, p] # 0} an

The similarity between x and u is then defined according
to (12):

qu
Dxu

Considering that the zero category (M**[u, p] = 0)
means no solution attempts, it is clear that the common pres-
ence of this category when two users are compared, does
not necessarily indicate closeness. Therefore, this modifica-
tion guarantees the similarity calculation only based on the
remaining categories.

Once the similarity values between x and all users are
calculated, the users with the top k higher values are selected
as similar users and therefore employed in the following
phases of the step.

For each problem not solved by x, a score is calculated
according to the top k similar users: Once the list of top k
similar users is obtained, these profiles are used to calculate
a score w, for each problem p not solved by user x. This
score is calculated as the sum of the similarities between x

sim(x,u) = (12)

and each neighbor that solves p (13). This phase uses the
matrix M, which directly represents the success or failure in
a problem solution.

> sim(x,u) Mu, p] (13)

uctop k(x)

wp =

Recommend the problems with the highest scores: This
final phase focuses on recommending the top n problems p
with the highest scores w,, to the active user x.

4 Experimental study

In order to evaluate the current proposal, offline experi-
ments will be developed using a real dataset obtained from
the Caribbean Online Judge from the period 2009-2010.
This dataset is composed of 1910 users, 584 problems, and
more than 148000 user attempts to solve problems. The
average number of problems solved by each user is 30.24
problems, with a standard deviation of 56.39. These val-
ues suggest a high sparsity across all users in the number
of solved problems, which is a typical feature associated
with recommender system environments in relation to the
interactions between users and items. Figure 3 shows a
histogram reflecting the number of solved problems (y-
axis) for each user (x-axis), clearly showing a long-tailed
distribution that also characterizes data in common recom-
mendation scenarios.

The experimental framework was developed according to
the procedure suggested by Gunawardana and Shani [21].
In this case the training and test sets were created using
the following procedure. For each user it randomly divides
all the solved problems in two sets, adding the first one
to the training set, and the second one to the test set. In

500
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0
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Fig. 3 Long-tailed histogram reflecting the number of solved prob-
lems (y-axis), for each user (x-axis). The users were sorted down-
wardly according to their amount of solved problems
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Table 3 Possible recommendation results, regarding solved and rec-
ommended problems

Recommended Not recommended
Solved True-Positive (tp) False-Negative (fn)
Not solved False-Positive (fp) True-Negative (tn)

this way, both the training and the test set would contain
data from all users. Hence, the experiments were developed
by averaging the accuracy results of several training-test
partitions created through this procedure, to avoid any unde-
sirable bias in the distribution of the user data. Therefore,
this procedure could be classified as a repeated user-driving
hold-out approach [8]. Finally, the proposal also receives
the information associated with the failed solutions for each
user-problem pair as input, therefore this information is also
stored independently.

Several evaluation measures have been proposed to eval-
uate the accuracy of the top-n recommendation task [21].
In this research we use the F1 measure, which is probably
the most popular and generally-accepted [21]. F1 (14) is
defined in terms of Precision and Recall measures (15) and
(16), which in addition, as is presented in Table 3, depend
on the amount of recommended problems that were solved
(precision) and the amount of solved problems that were
recommended (recall).

2 % precision x recall

In this work, for each user, given the list of ”solved” prob-
lems in the training set and the data regarding failures, the
proposal generates a list of recommended problems. This
list and the solved problems located in the test set are then
used to calculate the current user’s F1 value. At last, all the
users’ F1 values are averaged to obtain the final F1 value
associated with the proposal. This process is repeated 10
times, obtaining 10 different F1 values that are averaged to
obtain the final accuracy value to register.

Regarding the current proposal and previous research,
the purposes of the evaluation are focused on the following
main objectives:

e To evaluate the performance of the proposal across dif-
ferent sizes of the amount of neighbors used in the
recommendation generation phase (k).

Therefore, we evaluate the proposal varying the size
of the used neighborhood (k) in the range [90, 170] with
step 10. This evaluation was done for different sizes n
of the recommendation list, modifying n specifically in
the range [5, 40] with step 5. Figure 4 shows the results
of this experiment, showing the sensitivity of k for dif-
ferent values of n in each graph. These results conclude
that in most cases, the accuracy tends to increase when
k increases in the range [90, 130], and become stable
for k > 130. Therefore, in the remaining experiments
we will set k = 130.

e To verify whether the matrix enrichment (Section 3.1)

Fl= — (14) and the natural noise management process
precision + recall . ] . )
(Section 3.2), introduce an accuracy improvement in
#1p the recommendation generation.
precision = m (15) Consequently, we initially verify the difference
p p between the neighborhoods used in the recommenda-
4 tion generation associated with each user x according
recall = —P (16) to the original binary matrix M (neighbors™), and the
#tp +#fn
04 — 04— 0,385 - 0,365
0,39 - — 038 - 0,36
0,38 - ol 037> 1 0555 z
' 038 — 0,37 1 0,35
037 1 ’ 0365 0345 +—
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Fig. 4 Performance of the proposal, according to F1, for different
sizes k of the used neighborhood (the x axis). a Top 5 recommenda-
tions. b Top 10 recommendations. ¢ Top 15 recommendations. d Top
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20 recommendations. e Top 25 recommendations. f Top 30 recommen-
dations. g Top 35 recommendations. h Top 40 recommendations
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Fig. 5 Overlapping degree 1 .
between the neighborhoods |
generated for a simple random 0.8
sample of 100 users in the
dataset, according the matrix M, 0.6 il = —+H1— -
and the matrix M**

0.4

1 (LI

|

|. [1[]1] u| | |.1

1 5 9 13 17 21 25 29 33 37 41 45 49 53 57 61 65 69 73 77 81 85 89 93 97

same neighborhoods but according to the matrix M**
(nei ghbors)’(” ™). To this purpose, we define the over-
lapping degree between both sets of neighborhoods for
a user x (17), as the ratio between the cardinality of
its intersection, and the initial size of the neighbor-
hood (the k value, in this case k = 130). This ratio
would indicate a low or a high effect of the proposal in
Sections 3.1 and 3.2, in the formation of different and
possibly more precise neighborhoods.

| neighbors™ N neighbors™™ |
k

overlapping, =

a7

Figure 5 shows this overlapping degree for a random
sample of 100 users in the dataset (represented on the
horizontal axis), which varies from values close to 0, to
1. Taking into account the 1910 users in the dataset, the
average overlapping was 0.63 with a standard deviation
of 0.22. Therefore, these results prove that the pro-
cedures proposed in Sections 3.1 and 3.2, definitively
imply the formation of a different neighborhood in con-
trast to that associated with the original rating matrix
M. However, it is necessary to verify whether these
new neighborhoods introduce an accuracy improvement
in the recommendation generation. With this aim in
mind, we will compare our current proposal (Proposal,
in Table 4) with a similar procedure that uses only the
matrix M in the neighborhood formation step (Binary,
in Table 4).

To verify that the proposal outperforms related previous
works, across different sizes of the top-n recommenda-
tion list.

TV 1

Eventually, we compare it to related works presented
in [57] (UCF-0J, in Table 4), and at [61] (ICF-OJ, in
Table 4). The referred Table 4 shows these comparison
results, varying the size of the list with top-n recom-
mendations in the range [5, 40] with step 5. In all cases,
our proposal notably outperforms the other approaches.
Therefore, it proves that the dynamic matrix enrichment
and the natural noise management processes are use-
ful tools in order to outperform the recommendation
generation in the POJ scenario.

To evaluate the independent effect of the dynamic
matrix enrichment and the natural noise management
process

We develop a new experiment that evaluates the
proposal incorporating the matrix enrichment step
(Section 3.1), but without the natural noise management
(NNM) step (Section 3.2). Afterwards, we compare its
result with the baseline (Binary) and the final proposal
(Proposal), both previously evaluated. Table 5 presents
the results of this comparison, showing that the appli-
cation of the proposal without the NNM step (i.e. using
only the matrix M™*) introduces important improve-
ments in relation to the baseline (Binary, with matrix
M). However, the improvement is not similarly clear
at the comparison of the performance of the proposal
without the NNM step (M™*), and incorporating the
NNM step (final proposal, with matrix M**), the final
proposal being expected to have the best performance.

To clarify this issue we have applied a statistical test,
specifically the Wilcoxon non-parametric test, widely
used in pairwise comparison [15, 21]. In order to obtain
more representative samples, instead of using the data
in Table 5, we repeat the executions by modifying the

Table 4 Comparison between the final proposal and related works, according to F1 values with k = 130

5 10 15 20 25 30 35 40
Proposal 0.3875 0.3933 0.3784 0.3582 0.3397 0.3220 0.3055 0.2916
Binary 0.3614 0.3687 0.3540 0.3352 0.3189 0.3026 0.2895 0.2767
UCF-0J 0.3833 0.3899 0.3736 0.3543 0.3367 0.3194 0.3035 0.2890
ICF-0J 0.3602 0.3624 0.3494 0.3348 0.3191 0.3058 0.2932 0.2808
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Table S Comparison between the baseline, the proposal without NNM, and the final proposal according to F1 values with k = 130

5 10 15 20 25 30 35 40
Binary (M) 0.3614 0.3687 0.3540 0.3352 0.3189 0.3026 0.2895 0.2767
Proposal without NNM (M*) 0.3866 0.3936 0.3773 0.3573 0.3393 0.3219 0.3058 0.2915
Proposal (M**) 0.3875 0.3933 0.3784 0.3582 0.3397 0.3220 0.3055 0.2916
size n of the recommendation list in the range [1, 40] References

with step 1, in contrast to the previous ones done in the
range [5, 40] with step 5.

Once these executions were completed, the
Wilcoxon test was applied to the results associated
with the final proposal (obtained through M**), and the
proposal without NNM (obtained through M*). This
test shows as result that for 25 of the 40 comparisons,
the final proposal obtains the best performance, being a
statistically significant difference as p < 0.05. There-
fore, this experiment verifies that both the dynamic
matrix enrichment and the NNM approach play an
important role in the proposal, because in both cases
improvements are introduced in the recommendation
performance.

5 Conclusions and future works

This paper presents a recommendation approach to suggest
problems to solve in a POJ, supported by data preprocessing
techniques. Specifically, the proposal is composed by three
main steps: 1) the extended user-problem matrix building,
2) the extended user-problem matrix preprocessing for natu-
ral noise management, and 3) the problem recommendation.
The experimental results show that steps 1) and 2) guaran-
tee the formation of a more precise neighborhood, positively
impacting the recommendation accuracy in relation to the
related previous research. To the best of our knowledge this
research is pioneer in the investigation field related to rec-
ommender systems in the POJ domain, and also related
to the use of natural noise management techniques in an
e-learning recommendation scenario.

Our further research will be focused on the following
points: 1) proposing and evaluating more advanced similar-
ity metrics that incorporate contextual information in POJs,
such as time. 2) the use of fuzzy tools to introduce a better
user and problem characterization in the natural noise man-
agement step, following the ideas presented in [60], and 3)
the generalization of natural noise management process to
other e-learning recommendation scenarios.
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